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We first provide an example to show that two previously published results in [2] and [4]
on tree pattern containment under schema graphs are incorrect. We then show that the 
original result in [2] holds under some special conditions on the schema graph.
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1. Introduction

XPath plays a central role in all XML query languages. 
A major fragment of XPath can be represented as tree pat-
terns [3]. Testing tree pattern containment, i.e., whether 
the answers to a tree pattern are all answers to another 
tree pattern, is fundamental for XML query optimization. 
It is shown in [3] that, when P and Q involve only /, //
and [], P is contained in Q if and only if there is a ho-
momorphism from Q to P . Unfortunately, when a DTD is 
present, the existence of a homomorphism from Q to P
is no longer a necessary condition for P to be contained 
in Q . However, [5] shows that if the DTD is duplicate-free
and the tree patterns involve / and [] only, then testing 
whether a tree pattern P is contained in another pattern 
Q under the DTD can be reduced to testing whether P
is contained in Q under two types of constraints implied 
by the DTD. Subsequently [2] claimed this result can be 
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extended to tree patterns involving /, // and [] under an 
acyclic schema graph (which is a type of simplified DTD), 
and [4] attempted to extend the result of [2] to cyclic 
schema graphs. Unfortunately, the claims in [2] and [4]
are both incorrect, as we will show in this paper. We then 
present a special case and show that in this special case, 
the containment problem of two tree patterns can be re-
duced to the containment problem under the constraints 
identified in [2].

2. Preliminaries

For any rooted graph G , we use root(G) and node(G)

to denote the root and the node set, respectively, of G .

Schema graph and XML tree. Similarly to [2], we model 
an XML schema as a connected directed graph G (called 
a schema graph) satisfying the following conditions: 
(1) Each node is labeled with a distinct label; (2) Each 
edge is labeled with one of 1, ?, +, and ∗; (3) There is a 
unique node, called the root, such that every other node is 
reachable from this node. The set of labels occurring in G
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Fig. 1. Schema graph G , conforming XML trees t1 and t2, and tree patterns 
P and Q satisfiable under G .

is denoted �G . Because a node in a schema graph G has a 
unique label, we also refer to a node by its label. A schema 
graph may be cyclic or acyclic. An example acyclic schema 
graph is shown in Fig. 1 (a).

As in previous work [1,3,2] we model an XML docu-
ment as a finite unordered tree (referred to as an XML 
tree) where every node has a label. Let v be a node in 
an XML tree t . The label of v is denoted label(v). An XML 
tree t is said to conform to schema graph G if (1) for ev-
ery node v ∈ node(t), label(v) ∈ �G ; (2) label(root(t)) =
label(root(G)); (3) for every edge (u, v) in t , there is a 
corresponding edge (label(u), label(v)) in G; and (4) for ev-
ery node v ∈ node(t), the number of children of v labeled 
with x is constrained by the label of the edge (label(v), x)
in G: there must be exactly one, zero or one, one or many, 
or zero or many children of v labeled with x if the la-
bel of the edge (label(v), x) is 1, ?, +, or ∗ respectively. 
Fig. 1 (b) and (c) show two XML trees conforming to the 
schema graph G in Fig. 1 (a). The set of all XML trees con-
forming to G is denoted T G .

Tree patterns. We consider the class of Boolean tree pat-
terns (or simply tree patterns or patterns) P {/,//,[]} as de-
fined in [3]. Each pattern in P {/,//,[]} is a node-labeled tree 
with two types of edges: /-edges and //-edges. It corre-
sponds to an XPath expression involving the child-axis (/), 
descendant-axis (//), and branch condition ([]). Fig. 1 (d) 
and (e) show two tree patterns. Here, single and double 
lines represent /-edges and //-edges respectively. A branch 
in the tree represents a condition ([]) in the XPath expres-
sion.

Given a pattern P and an XML tree t , P (t) returns true
if and only if there is an embedding of P in t . An embed-
ding of a tree pattern P in an XML tree t is a mapping 
δ from node(P ) to node(t) with the following condi-
tions: (1) label-preserving, i.e., ∀v ∈ node(P ), label(v) =
label(δ(v)); (2) root-preserving, i.e., δ(root(P )) = root(t);
and (3) structure-preserving, i.e., for every edge (x, y) in P , 
if it is a /-edge, then δ(y) is a child of δ(x); if it is a 
//-edge, then δ(y) is a descendant of δ(x), i.e., there is a 
path from δ(x) to δ(y) of length greater than 0.

A tree pattern P is said to be satisfiable under schema 
graph G if there exists t ∈ T G such that P (t) is true. The 
tree patterns shown in Fig. 1 (d) and (e) are satisfiable un-
der the schema graph G in Fig. 1 (a). In this paper we 
implicitly assume all tree patterns are satisfiable under the 
schema graphs being discussed.

Tree pattern containment. Given two patterns P and Q , 
P is said to be contained in Q (under G), denoted P ⊆ Q
(P ⊆G Q ) if for every XML tree t (∈ T G ), P (t) ⇒ Q (t). 
P and Q are said to be equivalent (under G) if P ⊆ Q and 
Q ⊆ P (P ⊆G Q and Q ⊆G P ). It is well known that for 
any P , Q ∈P{/,//,[]} , P ⊆ Q if and only if there is a homo-
morphism from Q to P [1]. A homomorphism [3] from 
Q to P is a mapping δ from node(Q ) to node(P ) that 
is label-preserving, root-preserving as defined in the defi-
nition of embedding, and structure-preserving which now 
means that, for every edge (x, y) in Q , if it is a /-edge, 
then (δ(x), δ(y)) is a /-edge in P ; and if it is a //-edge, 
then there is a path from δ(x) to δ(y) of length > 0.

In the following, we will use G-path to refer to a path 
in G; /-child (resp. //-child) to refer to a child connected to 
the parent via a /-edge (resp. //-edge); (/, x)-child to refer 
to a /-child labeled x, and x//y-edge to refer to a //-edge 
from an x-node to a y-node.

3. The incorrect results in previous work

It is claimed in Theorem 4 of [2] that, if P and Q are 
both in P{/,//,[]} and the schema graph G is acyclic, then 
whether P is contained in Q under G can be reduced to 
tree pattern containment under the following five types of 
constraints1 (referred to as the LWZ constraints in this pa-
per) implied by G (a schema graph G is said to imply a 
constraint C , denoted G � C , if every XML tree conforming 
to G satisfies C ).

(1) Parent-Child Constraints (PC), denoted a ⇓1 x, which 
means that whenever an x-node is the descendant of 
an a-node, it must be the child of the a-node.

(2) Sibling Constraints (SC), denoted a :↓ y. The constraint 
means that every a-node must have a y-child.2

(3) Cousin Constraints (CC), denoted a : x ⇓ y. The con-
straint means that for every a-node, if it has an 
x-descendant, then it also has a y-descendant.

(4) Intermediate Node Constraints (IC), denoted a x−→ y, 
which means that every path from an a-node to a 
y-node must pass through an x-node.

(5) Functional Constraints (FC), denoted a � x, which 
means that every a-node has at most one x-child.

1 The SC and FC were originally defined in [5].
2 The original SC constraint in [5] is of the form a : S ↓ y where S is a 

set of labels, which means that if an a-node has a z-child for every z ∈ S , 
then it must also have a y-child. The SC constraint in [2] is a special case 
where S may contain at most 1 label. We note the schema graph in [2]
allows a node to represent a sequence of labels. If there are no sequence 
types in the schema graph, then any SC must be of the form a : ∅ ↓ y
(called child constraints in [5]), which is abbreviated as a :↓ y in this paper.
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