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#### Abstract

In this paper, we introduce a graph multi-coloring problem where each vertex must be assigned a given number of different colors, represented as integers, and no two adjacent vertices can share a common color. In the variant considered, the number of available colors is such that not all vertices can be colored. Furthermore, there is a bound on the number of vertices which can be assigned the same color. A gain is associated with each vertex and the first objective is to maximize the total gain over all colored vertices. Secondary objectives consider the sequence of colors assigned to each vertex. More precisely, the range and the number of interruptions must be minimized, where the range corresponds to the difference between the largest and smallest colors assigned to a vertex. This variant of the graph multi-coloring problem is of interest because it can model practical job scheduling applications. An integer linear programming formulation is first proposed to address smallsize instances. A construction heuristic, as well as local search methods, are then reported to tackle larger instances. The local search methods are based on several neighborhood structures, each one focusing on a specific property of the problem. Different ways to combine these neighborhood structures are also investigated.
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## 1. Introduction

The graph coloring problem (GCP) consists of assigning a single color (integer) to each vertex of an undirected graph, such that no two adjacent vertices share the same color, with the objective of minimizing the number of colors. The graph multi-coloring problem is an extension of the GCP, where each vertex must be assigned a preset number of different colors and no two adjacent vertices can share a common color. In this case, a vertex coloring corresponds to a sequence of colors (from the smallest to the largest). The objective is again to minimize the number of used colors.

Our goal is to solve a variant of the multi-coloring problem that is suitable for job scheduling problems with the two following main characteristics: (1) there is no feasible solution where all jobs can be performed, thus leading to a job acceptance (or job rejection) problem, and (2) each job requires the simultaneous use of two or more resources. Some enthusiasm has recently been observed in the research community for problems with characteristic (1), also called order acceptance and scheduling problems, because the demand often exceeds the production capacity. On the other hand, characteristic (2) refers to multiprocessor scheduling problems where two or more resources are required simultaneously to process a job. Although these problems originate from the scheduling of processors in computer systems, they are also found in other production environments. Examples include chemical plants [37], equipment manufacturers for power supply

[^0]factories [48] and production of key components of aircrafts [33]. As far as we know, these two characteristics have never been studied jointly, although they can model real-world problems, like the beauty care manufacturing application reported later.

We consider two types of resource: the shared resources (e.g., parallel machines) are involved in the processing of all jobs and limit the number of jobs that can be processed concurrently, and the critical resources are unique. Two jobs requiring the same critical resource, in addition to shared resources, are said to be incompatible. Critical resources might come in a few exemplars in practical applications, but a common approach is to simplify the problem by aggregating them and assigning them at once to a subset of jobs in a first step, so that they can be considered unique thereafter (see [7,12,13]).

More formally, we assume a planning horizon divided into a number of discrete time units. We have a set of $n$ jobs, along with an incompatibility graph $G=(V, E)$, where $V$ is the set of jobs, and $E$ is a set of edges between incompatible jobs. These jobs cannot be performed during a common time unit, and no more than $l$ jobs can be scheduled concurrently because the shared resources are available only in $l$ exemplars. Preemption is allowed, that is, each job can be stopped at integer time points and resumed later. All jobs must terminate before a preset global deadline $D$ that stands for the end of the planning horizon. This deadline is such that only a subset of jobs can be scheduled. Each job $i$ has an integer processing time of $p_{i}$ time units, and a gain $g_{i}$ is earned when it is entirely performed. There is no gain for a partially performed job, so it is better in this case not to perform it at all. The goal is to optimize the three following objectives in lexicographic order:

- $f_{1}$ : maximize the total gain of the scheduled jobs;
- $f_{2}$ : minimize the total number of job interruptions;
- $f_{3}$ : minimize the total flow time (the flow time of a job $i$ is the total time spent by $i$ in the production facility).

It should be noted that a close problem was considered in [45], but the very sensitive job acceptance issue was ignored. The above lexicographic approach was chosen due to a natural hierarchy among the three objectives in many practical applications. More precisely: (1) minimizing the total gain of the scheduled jobs is the most important objective because it is related to the total income, (2) considering job interruptions in production scheduling is relevant when each job is made of multiple batches of the same or different products (see below). However, too many interruptions should be avoided as it leads to delays and unproductive work, (3) through minimization of the total flow time, the amount of work in progress (which generates inventory costs) is reduced. Clearly, these three objectives interact together. For instance, it was shown in the job scheduling literature that allowing preemption is a way to reduce the makespan (e.g., [36]). This was also observed in [45] for a problem related to (P). Although the makespan is not one of our objectives, it implies in our context that more jobs can be scheduled within a given deadline, thus increasing $f_{1}$.

An example of this type of problem is encountered at an international consumer goods company whose headquarters are in Geneva. It concerns the manufacturing of beauty care lotions, which is characterized by large quantities sold and a large variety of products. The production system uses continuous flow production and is very flexible (as it can be quickly reconfigured). To prepare a given lotion type, different resources are required simultaneously: tanks of different raw materials, a mixer, employees to perform and supervise the production process, and chemists to control the quality and safety during the production process. Due to their technical characteristics (or specific skills), the critical resources are tanks of raw products and chemists. That is, two products requiring a common critical resource cannot be processed concurrently. A time unit (typically several hours) corresponds to the time required to fill a tank of finished product (it is similar for all product types). The production system can only be reconfigured after the filling of each tank, and the changeover time is negligible. In other words, it can be assumed that preemption is only allowed at integer time points. Each job refers to the quantity (in tank units) of a product type to be delivered at a given distribution center. Each job is associated with a processing time (related to quantity) and a gain equal to the gross margin. The problem is to schedule the production for the next week, considering incompatibilities due to critical resources, and the limited amount of shared resources. Job acceptance is also an issue, as it might not be possible to schedule all of them. The objective is then to maximize the total gain associated with the scheduled jobs.

The variant of the graph multi-coloring problem that is studied in this paper to address this type of scheduling problems can be stated as follows. We have an undirected graph $G=(V, E)$, where $V$ is the vertex set and $E$ is the edge set. Each vertex $i$ stands for a job and there is an edge between two vertices if the corresponding jobs are incompatible. Each color represents a particular time unit of the scheduling horizon. Color $c$ is then assigned to vertex $i$ if one time unit of the corresponding job is processed during that time unit $c$. Each vertex $i$ must be assigned $p_{i}$ colors as defined by the processing time of the job. The total number of available colors is $D$ and this number is such that it is not possible to fully color all vertices. In addition, each color $c$ cannot be assigned to more than $I$ vertices (due to the limited number of shared resources). Each vertex is associated with a gain $g_{i}$ and the resulting problem (P) consists of coloring a subset of vertices in the graph, such that no two adjacent vertices share the same color, while optimizing the following objectives in lexicographic order:

- $f_{1}$ : maximize the total gain over all fully colored vertices;
- $f_{2}$ : minimize the sum of the number of interruptions in the sequence of colors assigned to each vertex, over all fully colored vertices;
- $f_{3}$ : minimize the sum of the range of colors assigned to each vertex, over all fully colored vertices, where the range is defined as the difference between the largest color and the smallest color.
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