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As a class of defects in software requirements specification, inconsistency has been widely
studied in both requirements engineering and software engineering. It has been increasingly
recognized that maintaining consistency alone often results in some other types of non-
canonical requirements, including incompleteness of a requirements specification, vague
requirements statements, and redundant requirements statements. It is therefore desirable
for inconsistency handling to take into account the related non-canonical requirements in
requirements engineering. To address this issue, we propose an intuitive generalization of
logical techniques for handling inconsistency to those that are suitable for managing non-
canonical requirements, which deals with incompleteness and redundancy, in addition to
inconsistency. We first argue that measuring non-canonical requirements plays a crucial role

Requirements engineering in handling them effectively. We then present a measure-driven logic framework for man-

aging non-canonical requirements. The framework consists of five main parts, identifying
non-canonical requirements, measuring them, generating candidate proposals for handling
them, choosing commonly acceptable proposals, and revising them according to the cho-
sen proposals. This generalization can be considered as an attempt to handle non-canonical
requirements along with logic-based inconsistency handling in requirements engineering.

© 2012 Elsevier Inc. All rights reserved.

1. Introduction

A good-quality software requirements specification is crucial for the success of a software development project. How-
ever, it can often be difficult to develop such a requirements specification. Problems associated with requirements are
still potentially the major causes of software project failures, and there is a great need to facilitate software development
process [1].

Inconsistency has been considered as a main class of defects in requirements specifications [1]. A number of techniques
have been proposed to handle inconsistency in requirements engineering [2-12]. In particular, it has increasingly been
recognized that it is effective to use logics to formulate management of inconsistent requirements specifications [1]. Various
logic-based approaches to handling inconsistency in requirements specifications have recently been proposed [2,4,1,9-12].
Most of these approaches focus on how to apply non-classical reasoning techniques, such as paraconsistent reasoning and
non-monotonic reasoning, to detecting and analyzing inconsistency in requirements specifications. For example, Hunter
and Nuseibeh [2] developed labeled quasi-classic logic to represent and reason about requirements specifications in the
presence of inconsistency. Gervasi and Zowghi [1] proposed methods for reasoning about inconsistency in natural language
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requirements by combining natural language parsing techniques and non-monotonic reasoning. Easterbrook and Chechik
[4] presented a framework termed yx bel for merging inconsistent viewpoints using multi-valued logics.

However, inconsistency is not an isolated problem in requirements engineering. The process of maintaining consistency
often results in some other undesirable types of information about requirements. For example, Zowghi and Gervasi [12]
argued that there is an important causal relationship between consistency, completeness and correctness of requirements
in requirements evolution. Recently, Martinez et al. [11] took into account the interplay between inconsistency and incom-
pleteness in merging multi-perspective requirements. Previously, we termed requirements that are incomplete, redundant,
vague or inconsistent as non-canonical requirements [13].

Intuitively, a feasible proposal for inconsistency handling should take into account other non-canonical requirements
that are also involved in inconsistency. Previously, we have developed some logical tools for managing other non-canonical
requirements as well as inconsistency. For example, we have presented a logical tool for uniformly characterizing inconsis-
tency, incompleteness, vagueness, and redundancy in requirements specifications [13]. We have also proposed an approach
to detecting inconsistency, incompleteness and redundancy in requirements specifications based on Answer Set Program-
ming [14]. These methods focus on how to identify non-canonical requirements when detecting inconsistency rather than
on the problem of systematically managing non-canonical requirements.

It has increasingly been recognized that measuring inconsistency is crucial for effectively managing inconsistency in
requirements [5,15,11]. Furthermore, appropriate measurements of non-canonical requirements could provide a good basis
for making some trade-off decisions on handling non-canonical requirements. For example, software developers would
need to know whether a requirements specification would become more incomplete if some inconsistent requirements
are removed. They would also need to know whether some requirements changes for resolving inconsistency in a require-
ments specification would increase the degree of redundancy in the specification. On the other hand, the most redundant
requirements involved in inconsistency should be given priority for consideration when there are options for requirements
changes.

To address these issues, in this paper, we propose a logical framework for managing non-canonical requirements, in-
cluding inconsistent, incomplete, and redundant requirements. First, we formulate a requirements specification as a set of
logical formulas. Second, we present a framework for managing non-canonical requirements, which consists of five main
parts, identifying non-canonical requirements, measuring them, generating candidate proposals for handling them, choos-
ing commonly acceptable proposals, and revising them according to the chosen proposals. Third, we provide a family of
measures for non-canonical requirements, including measures for inconsistency, incompleteness, and redundancy. Finally,
we discuss some strategies for generating proposals for handling non-canonical requirements by using these measures.

The rest of this paper is organized as follows. Section 2 gives a brief introduction to the logical representation of re-
quirements. We propose a general framework for managing non-canonical requirements in Section 3. Section 4 proposes
measures for non-canonical requirements. Section 5 discusses strategies for generating proposals for handling non-canonical
requirements. We compare our approach with related work in Section 6. We conclude the paper in Section 7.

2. Preliminaries

First-order logic has increasingly been considered as a promising tool for representing requirements [2,9,10]. Moreover,
restricting first-order logic to propositional logic is a useful and practical way of balancing the computational advantages of
propositional logic and its limited expressive power in requirements engineering as well as software engineering[1,9,10,16].
In this paper, we use a classical first-order language without function symbols and existential quantifiers. Classical first-order
logic is the most convenient to illustrate our approach, as will be seen in the rest of the paper.

Let & be a set of predicate symbols, » be a set of variable symbols, and ¢ a set of constant symbols. We call &/ =
{p(q1,...,qn)lp € Zand qq, ..., qn € ¥ U %} the set of atoms. Let .# be the set of classical formulas formed from a set
of atoms o7 and a set of logical connectives {V, A, =, —}.

In particular, we call p(q1, ..., qn) a ground atom if and only if q1, ..., g, are all constant symbols. Let <% be a set of
ground atoms and .%; be a set of classical formulas formed from a set of ground atoms .« and a set of logical connectives
{V,A, =, =}

Let ¢ be the set of ground formulas and prenex universally quantified formulas formed from .7, where VX; - - - VX o0 € ¢
ifaa € #,and Xy, ..., X, are the free variables in «.

We can use formulas in ¢ to formulate requirements expressed in natural language. For example, we can represent a
requirement,“If an authorized user requests to borrow a book and the book is available, then the user can borrow the book", as

VUserVBook (auth(User) A requ(User, Book) A avai(Book) —> borr(User, Book)).

A scenario is a potential application setting of the system-to-be. For the sake of simplicity, we assume that a scenario
consists of two parts, a set of facts to model the scenario, and a set of expected responses to model the expected behavior of
the system-to-be. Moreover, facts and expected responses can be formulated by ground formulas in .%y. We use (S;, Sg) to
denote a scenario, where S; and Sg are the set of facts and the set of expected responses, respectively. Intuitively, we consider
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