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a b s t r a c t

Adaptable Parsing Expression Grammar (APEG) is a formal method for defining the syntax
of programming languages. It provides an on-the-fly mechanism to perform modifications
of the syntax of the language during parsing time. The primary goal of this dynamic
mechanism is the formal specification and the automatic parser generation for extensible
languages. In this paper, we show how APEG can be used for the definition of the
extensible languages SugarJ and Fortress, clarifying many aspects of the syntax of these
languages. We also show that the mechanism for on-the-fly modification of syntax rules
can be useful for defining grammars in a modular way, implementing almost all types of
language composition in the context of specification of extensible languages.

& 2015 Elsevier Ltd. All rights reserved.

1. Introduction

The use of Domain-Specific Languages (DSLs) [1,2] has been considered a good way to improve readability of software,
bridging the gap between domain concepts and their implementation, while improving productivity [3–5] and maintain-
ability [3,6,7]. Despite the various methods for implementing DSLs, extensible languages seem to have several advantages
over other approaches [8–10]. One of the advantages is the possibility of implementing DSLs in a modular way. For example,
Erdweg et al. show how DSLs can be implemented using the extensible language SugarJ [8], by means of syntax units
designated as sugar libraries, which specify a new syntax for a domain concept. Tobin-Hochstadt et al. also discuss the
advantages of implementing DSLs by means of libraries [9].

The implementation of extensible languages requires adapting the parser every time the language is extended with a
new construction. This task has been implemented in an ad-hoc way by regenerating a static grammar which accomplishes
the new changes, compiling this grammar and using it for parsing the program [8,11,12]. Another way is to use models that
provide mechanisms for dynamically changing grammar rules. The latter approach has several advantages [13].

Reis et al. observed this lack of formalization when defining the syntax of extensible languages and proposed a new
formal method to fill this gap, which is called Adaptable Parsing Expression Grammars (APEG) [14]. The main feature of APEG
is the ability for formally describing how the syntax of a language can be modified on the fly, while parsing a program.
Although APEG was initially proposed as a formal method for defining the syntax of extensible languages and efficiently
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parsing them, its flexibility for dynamically changing the grammar during parsing time also accredits APEG to implement
other important issues in language design.

The main application of on-the-fly grammar modification during parsing is on the definition of extensible languages. This
work is an extension of [13], and shows that the mechanism for on-the-fly modification of syntax rules can implement
almost all types of language composition defined in [8] and allows defining grammars in a modular way. It proves that the
on-the-fly mechanism of APEG for changing grammars is powerful to define extensible languages. Composing grammars
dynamically also may be useful for defining parameterized DSL libraries

Extending and composing languages require more than only syntax. It involves semantics and also language-based tools,
such as editors and debuggers. In this paper, we only address syntactic aspects of extensibility. The semantic issues will be
object of further research.

The remaining of this paper starts giving a brief introduction on how APEG works, in Section 2. Section 3 discusses APEG
specifications of the extensible languages SugarJ and Fortress. In Sections 4 and 5, we show how the mechanisms provided
by APEG allow building modular specifications and language composition, respectively. Section 6 discusses the related work
and Section 7 presents the conclusions.

2. Adaptable Parsing Expression Grammar

Adaptable Parsing Expression Grammars or APEG [14] is an extension of PEG [15], so as to allow the set of grammar rules
to be changed during parsing. APEG associates attributes with nonterminal symbols and achieves adaptability through a
special inherited attribute called language attribute. The language attribute is the first attribute of every nonterminal.
It represents the current APEG grammar and contains the set of all its rules. This attribute can be changed, using update
expressions, by a special function adapt. During the recognition process, when the APEG parser initiates the expansion of a
nonterminal, its definition is obtained from its current language attribute.

Fig. 1 shows an example of an APEG grammar for parsing programs in a language initially containing only sum
expressions and also a construction to extend itself with other rules. The nonterminals Start, Sum, Add_Num and Num only
have the language attribute, enclosed by the symbols [and]. The nonterminal rule is the only one that has a synthesized
attribute, which is defined by the returns clause. The list of attributes of a nonterminal occurring on the right hand side of
a rule is enclosed by the symbols oand4 . Each list begins with the inherited attributes followed by the synthesized ones.
One example is the use of the nonterminal rule in the definition of the nonterminal Start, in Fig. 1.

The language defined by the nonterminal Start is a sequence of one or more Sum ‘;’ or ‘extend’ rule og,r 4 ’;’

{g¼adapt(g,r);}. The nonterminal Sum defines an arithmetic expression using only the addition operation. The parsing
expression ‘extend’ rule og,r 4 ‘;’ {g¼adapt(g,r);} is a construction used in this example to extend the language.
This parsing expression specifies a syntax that begins with the keyword extend followed by a nonterminal rule and ends
with the semicolon symbol. The parsing expression {g¼adapt(g,r);} is an update expression of APEG, and it is defined
within the symbols {and}. That update expression extends the grammar g with new rules, encoded in the string r. The
function adapt receives a grammar and a string representing the rules to be added to it and returns a new grammar, which
contains the new rules [16]. APEG only permits modifying the grammar by creating new rules or adding new choices to the
end of existing rules [16].

The definition of the nonterminals Sum, Add_Numm and Num is straightforward. The nonterminal rule just defines a
string which encodes a rule. This string is a sequence of characters enclosed by “and”. The parsing expression s¼(!”.)* in
the definition of the nonterminal rule is a bind expression. It captures the text matched by the parsing expression (!”.)*

and binds it to the synthesized attribute s. The parsing expression !”. uses the not-predicate operator, !, to assure that the
next symbol is not ”, without consuming it. Next, exactly one symbol is consumed using the any-expression symbol (a dot),
which recognizes any character. Summarizing, the parsing expression s¼(!”.)* matches a sequence of symbols until it
finds ”, associating this sequence to the variable s.

Fig. 1. An example of an APEG grammar.
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