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a b s t r a c t

A concern can be characterized as a developer's intent behind a piece of code, often not
explicitly captured in it. We discuss a technique of recording concerns using source code
annotations (concern annotations). Using two studies and two controlled experiments, we
seek to answer the following 3 research questions: (1) Do programmers' mental models
overlap? (2) How do developers use shared concern annotations when they are available?
(3) Does using annotations created by others improve program comprehension and
maintenance correctness, time and confidence? The first study shows that developers'
mental models, recorded using concern annotations, overlap and thus can be shared. The
second study shows that shared concern annotations can be used during program com-
prehension for the following purposes: hypotheses confirmation, feature location,
obtaining new knowledge, finding relationships and maintenance notes. The first con-
trolled experiment with students showed that the presence of annotations significantly
reduced program comprehension and maintenance time by 34%. The second controlled
experiment was a differentiated replication of the first one, focused on industrial devel-
opers. It showed a 33% significant improvement in correctness. We conclude that concern
annotations are a viable way to share developers' thoughts.

& 2016 Elsevier Ltd. All rights reserved.

1. Introduction

Programmers developing a program continuously create a mental model, which is a representation of the program in
their mind. They try to express the mental model in the programming language constructions. However, some parts of the
mental model are not explicitly expressed in the source code. They are either implicitly indicated in complicated imple-
mentation details or lost.

1.1. Motivation

Suppose a developer encounters the Java code excerpt shown in Fig. 1(a). While reading it, the following ideas may
gradually appear in his or her mind:

� The method addProduct adds some product somewhere.
� As it is in the Catalog class, it adds the product to the catalog.
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� An addition to a catalog changes its state – the catalog is modified.
� There is a condition checking whether a user is logged.
� To successfully perform this operation, a logged user must be a manager; otherwise an exception is thrown.

While this process may seem natural, it has the following shortcomings:

� The fact that the code modifies a catalog is formed only after reading two parts of the code far apart.
� The information that a “manager account” is necessary is formed after reading a rather lengthy piece of code.
� There is one important piece of information not identified at all: the added product actually appears in the catalog only

after the administrator approves it. This information is not apparent from this excerpt, and may be the result of coop-
eration of many remotely related classes.

Now suppose the developer originally writing the code, or any other programmer maintaining it, annotated the source
code with concern annotations (source code annotations are declarative marks used to decorate source code with metadata
[1]), as displayed in Fig. 2(a). The developer later reading it would rapidly obtain a mental model containing useful infor-
mation about the code, without even looking at the method implementation, scrolling through the code to stitch the pieces
of information, or even debug it to explain unexpected behavior. Furthermore, it would be possible to find all methods
requiring approval in case of refactoring or business policy changes. As annotations are a part of the Java language, no
additional tools are required: standard IDE (integrated development environment) features like Find Usages could be used.

Fig. 1. An example of unannotated source code and the corresponding mental model.

Fig. 2. The annotated source code and the corresponding mental model.
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