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Abstract

We discuss the evolution of Praxis, a model-driven process framework, building on feedback from educational
and professional applications, along the past fifteen years. We follow the evolution from Praxis first version
to the current one, discussing what was introduced in each. For past and current versions, we classify model
improvements, discussing their nature and rationale, derived from received feedback.
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1 Introduction

According to the CMMI [10], a defined software development process has a main-

tained process description, and contributes process related experiences to the orga-

nizational process assets. By process framework we define a set of artifacts which

includes process descriptions and other important kinds of assets, such as reusable

libraries and guidance resources.

Such framework is defined as model-driven when models are its core artifacts,

from which others are partially or completely derived. In this work, we describe

how a model-driven framework evolved along fifteen years, through improvements

suggested by feedback from both educational and professional applications.

The process framework whose evolution is discussed here is Praxis, whose pri-

mary purpose is to support software engineering course projects. As such, it has

been used in the last fifteen years to support teaching in software engineering

courses.
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Moreover, Praxis has been systematically applied and evaluated by the author

himself, in industry-oriented, graduate software courses. The results of this kind of

application have been discussed elsewhere ([30], [31], [32], [33]). As shown there in

more detail, the students in such courses were required to develop small applications

using the complete process. Typical courses comprised four software engineering

disciplines, with about 30 hours each, and typical student project had a size of

about 100 to 150 function points.

Praxis-Synergia, a derived process tailored to real-life projects, has been applied

in the development of applications in the range of hundreds to thousands of func-

tion points. This application is performed by Synergia, a university-based software

engineering laboratory which develops real-life applications under contract, mostly

for government organizations ([35], [5]).

The Praxis process has evolved along those years, mostly through feedback from

both course and Synergia projects. This paper describes which changes were intro-

duced during those years, as feedback from process use was collected and analyzed.

In section 2, we discuss the goals of process and modeling improvements, propos-

ing a classification for them. In section 3, we present the evolution of a model-driven

development process, oriented to support course projects, showing the improvements

performed in each version, how such improvements were suggested by feedback from

its application, and which kinds of change they caused. In section 4, we discuss cur-

rent work. Conclusions are drawn in section 5.

2 Process Improvements

2.1 Improvement goals

A major process improvement goal is to make it more effective, that is, help

projects to accomplish their mission within specified constraints. For real-life

projects, this usually means delivering a product with a satisfactory quality level,

meeting the product requirements in a provable way. However, even a fully ef-

fective process will not allow competitive development if it is not also efficient,

accomplishing such mission within its market budget and schedule constraints. In

the evolution of processes, feedback from process application leads to actions to

improve both the process effectiveness and efficiency

For educational processes, effectiveness also means exercising the knowledge and

skills that their application in course projects intends to impart. Efficiency also

means keeping those projects within course budgets for time and effort.

2.2 Process artifacts

A software development process aims to produce executable code, such as ap-

plication code and test scripts, together with their environmental data, such as

database schemata, test data, configuration files, localized text, graphics and other

resource files.

A number of other artifacts help delivering such code and data. Some may be
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