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The Priority Search Tree is the classic solution for the problem of dynamic 2-dimensional
searching for the orthogonal query range of the form [a,b] × (−∞, c] (3-sided rectangle).
It supports all operations in logarithmic worst case complexity in both main and external
memory. In this work we show that the update and query complexities can be improved
to expected doubly-logarithmic, when the input coordinates are being continuously drawn
from specific probability distributions. We present three pairs of linear space solutions for
the problem, i.e. a RAM and a corresponding I/O model variant:
(1) First, we improve the update complexity to doubly-logarithmic expected with high
probability, under the most general assumption that both the x- and y-coordinates of the
input points are continuously being drawn from a distribution whose density function is
unknown but fixed.
(2) Next, we improve both the query complexity to doubly-logarithmic expected with
high probability and the update complexity to doubly-logarithmic amortized expected, by
assuming that only the x-coordinates are being drawn from a class of smooth distributions,
and that the deleted points are selected uniformly at random among the currently stored
points. In fact, the y-coordinates are allowed to be arbitrarily distributed.
(3) Finally, we improve both the query and the update complexity to doubly-logarithmic
expected with high probability by moreover assuming the y-coordinates to be continuously
drawn from a more restricted class of realistic distributions.
All data structures are deterministic and their complexity’s expectation is with respect to
the assumed distributions. They comprise combinations of known data structures and of
two new data structures introduced here, namely the Weight Balanced Exponential Tree and
the External Modified Priority Search Tree.
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Fig. 1. Examples of 3-sided queries.

1. Introduction

Recently, a significant effort has been made towards developing worst-case efficient data structures for range searching
in two dimensions [37]. In their pioneering work, Kanellakis et al. [20,21] illustrated that the problem of indexing in new
data models, such as constraint, temporal and object models, can be reduced to special cases of two-dimensional indexing.
In particular, they identified that 3-sided range searching is of major importance.

The 3-sided range reporting query in the 2-dimensional space is defined by an orthogonal region of the form R = [a,b] ×
(−∞, c], i.e., a rectangular region with one side “open”, and returns all points contained in R . Fig. 1 depicts examples of
possible 3-sided queries, defined by the shaded regions. Black dots represent the points comprising the result. In many
applications, only positive coordinates are used and therefore, the region defining the 3-sided query always touches one of
the two axes, according to application semantics.

We note that there is a plethora of applications that can benefit by efficient indexing schemes for 3-sided queries.
Consider for example a spatio-temporal database that monitors the locations of moving objects to enable location-based
services. The query asking for the set of objects that reached a specific point of interest during a time interval may be
expressed as a 3-sided query where the time interval is represented by the values t1 and t2, whereas the other dimension
limits the distance from the point of interest. In the sequel we provide a more detailed application example based on a
sensor network.

Consider a time evolving database storing measurements collected from a sensor network. Assume that each measure-
ment is represented by a multi-attribute tuple of the form 〈id,a1,a2, . . . ,ad, time〉, where id is the sensor identifier that
produced the measurement, d is the total number of attributes, each ai , 1 � i � d, denotes the value of the specific attribute
and finally time records the timestamp of the specific measurement. These values may relate to measurements regarding
temperature, pressure, humidity, and so on. Therefore, each tuple may be seen as a point in R

d space. Let F (p) be a real-
valued scoring function that scores each point p based on the values of (a subset of) the attributes. Usually, the scoring
function F is monotone and, without loss of generality, we assume that the lower the score the “better” the measurement
(the other case is symmetric). Popular scoring functions are the aggregates SUM, MIN, AVG or other more complex combi-
nations of the attributes. Now consider the query: “search for all measurements taken between the time instances t1 and
t2 such that the score is below s”. Notice that this is essentially a 2-dimensional 3-sided query with time as the x-axis and
score as the y-axis, which may be expressed in SQL as follows:

SELECT id, score, time
FROM SENSOR_DATA
WHERE time >= t1 AND time <= t2 AND score <= s;

To support the previous application we need to provide efficient insertions and queries. Consider now the case where
the measurements of interest belong to a sliding window [8] such that new measurements enter the window and old ones
are evicted. This is a typical scenario of a stream-based application, where usually we need to process the data as they
arrive since we can only perform online processing. In this case, deletions must be also handled efficiently, meaning that
the data structure that is used to store the points contained in the sliding window must be a fully dynamic data structure.
These techniques are ubiquitous in settings that require continuous query processing (e.g., [8,31]). Search efficiency directly
impacts query response time as well as the general system performance, whereas update efficiency guarantees that incoming
data are stored and organized quickly, thus, preventing delays due to excessive resource consumption.

Another important issue in such data intensive applications is memory consumption. The best practice is to keep data
in main memory if this is possible. However, external memory solutions must also be available to cope with large data
volumes and enable the operation of large databases. For this reason, in this work we study both cases, offering efficient
solutions both in the RAM and I/O models of computation.

Related work The usefulness of 3-sided queries has been underlined many times in the literature [11,21]. Apart from the
significance of this query in multi-dimensional data intensive applications [12,21], 3-sided queries appear in probabilistic
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