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h i g h l i g h t s

• We introduce an optimization-based approach for choosing evolution actions.
• It provides support for the decisions that architects make after deployment.
• It suggests the “best” actions to be taken according to a set of new requirements.
• It minimizes the evolution cost under reliability and performance constraints.
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Managing a software architecture after the deployment phase is a very complex task due to 
frequent changes in the software requirements and environment. The software architecture 
must evolve in order to tackle such changes. The goal of this paper is to provide support for 
the decisions that software architects make after deployment. This approach is based on an 
optimization model whose solution suggests the “best” actions to be taken according to a 
given change scenario (i.e., a set of new requirements that induce changes in the structural 
and behavioral aspects of the software architecture). The model aims to minimize the 
costs while keeping the reliability and the performance of the software architecture within 
certain thresholds. The approach has been implemented as a framework named SHEPhERd, 
which is composed of a UML case tool, a model builder and a model solver. We show 
how SHEPhERd works on a smartphone mobile application example, and we highlight its 
potential to drive architectural decisions through sensitivity analysis. The achieved results 
are compared with those obtained by two groups of (human) maintainers composed of 
experts and non-experts with respect to the system and the execution environment, and 
we show that SHEPhERd outperforms the human judgment-based approaches.

© 2014 Elsevier B.V. All rights reserved.

1. Introduction

In the last few years, development processes have primarily focused on the maintenance phase, due to the frequent 
changes required by software after the deployment phase. Thus, software maintenance is a phase dedicated to more than 
just the removal of possible remaining bugs and/or the release of new software versions; it also needs to consider new 
requirements, and it has to help the system evolve in a way that satisfies such requirements. For example, in business 
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management systems for cellphone companies, new billing procedures associated with new marketing offers have to be 
implemented every week. Hence, the evolution represents most of the after-deployment activities.

Software evolution clearly involves the functionalities that it provides, but it also has a considerable impact on its non-
functional characteristics. Evolution actions should not compromise the overall software quality, and this is hard to control 
without modeling support. Therefore, the software architecture represents a powerful instrument to drive software evolu-
tion, as changes should be driven by quality assessment based on the software architecture as a whole. Consequently, the 
architecture should evolve to represent the currently deployed product.

The goal of this paper is to assist software architects in the decisions they take after software deployment. Such assistance 
aims to take into account several quality attributes of the architecture, i.e., cost (such as that of software components’ 
adaptation/integration, or the cost to introduce new components), reliability and performance. This approach is automated 
through the SHEPhERd (Software arcHitecture Evolution based on cost, PErformance and Reliability) framework. SHEPhERd 
is based on an optimization model that suggests the “best” actions to be taken upon a certain change scenario arising. 
A change scenario is a set of new requirements that induce changes in the structural and behavioral aspects of the software 
architecture. In particular, in our model, for each new requirement in a change scenario we consider different sets of 
evolution actions (called evolution plans) that are able to guarantee these new requirements. We aim to obtain a set of 
decisions that lead to the definition of a new architecture that minimizes cost, while keeping the reliability and the response 
time within certain thresholds. To keep the modeling aspects of our approach as simple as possible, we assume that the 
evolution plans are able to address each requirement independently (i.e., changes brought by a plan do not compromise the 
application of other plans).

A new software architecture is obtained by modifying its structure and behavior. To modify the structure, our approach 
suggests replacing existing components with different available instances and/or to introduce new components into the sys-
tem.1 With regard to the system behavior, our approach works on the system scenarios (expressed, for example, as UML 
Sequence Diagrams) by removing or introducing interaction(s) between existing or new components. The platform architec-
ture (modeled, for example, with an UML deployment diagram) can also be modified by re-deploying existing components 
and/or deploying new components.

Non-functional attributes are expressed both as functions of the software component attributes (e.g., resource demands) 
and platform architecture features (e.g., the probability of failure of the links connecting components or the processing 
capacity of hardware devices). As will be shown in this paper, the compositional aspect of our model allows considering 
different types of evolution actions, and it takes into account their consequences on the overall architecture quality.

This paper extends our previous work [1], where an optimization model suggests how to change the software structure 
and behavior at a minimum cost while guaranteeing a certain level of software reliability. The new contributions that 
we present in this paper can be summarized as follows: (i) the proposed reliability model is enhanced by taking into 
account the reliability of links connecting components in addition to the reliability of software components (i.e., some 
platform features are also modeled); (ii) besides the composition of software components, the model solution suggests the 
best allocation of components to platform nodes; (iii) performance constraints on response times are added to the model, 
allowing study of the trade-offs between performance and reliability attributes.

This paper confirms the relevance of automated support in non-functional validation of software by showing that 
SHEPhERd produces better results than the ones obtained by human expert/non-expert judgments alone. The SHEPhERd 
framework is composed of an UML case tool, a model builder and a model solver. It allows for specifying ranges for model 
parameters, and, consequently, sets of alternative optimization models can be automatically generated (by sampling param-
eters in the given ranges) and solved. The output of SHEPhERd, for each model, is a set of evolution actions.2 It suggests 
how to adapt both the static and dynamic aspects of the software architecture. Moreover, the platform architecture can be 
modified by re-deploying existing components and/or deploying new components on the existing nodes.

In our previous work [2], we have provided basic premises of a framework, based on an optimization model, that 
dynamically adapts a service based system (i.e., both the structural and behavioral software and platform architecture) 
while minimizing the adaptation costs and guaranteeing required levels of the system qualities. Adaptation actions can be 
triggered by a user request, by the runtime violation of system quality constraints, or by the appearance/disappearance of 
services into the environment.3 In this paper, we instantiate the optimization model of [2], where a general formulation 
is provided, by considering the system evolution cost, reliability and response time. At the same time, we also take into 
account the deployment of components on the platform nodes.

The paper is organized as follows: in Section 2 we present an overview of the SHEPhERd framework; in Section 3 we 
provide the formulation of the optimization model that represents the core of our approach; in Section 4 we apply the 
model to an example; in Section 5 the achieved results are compared with those obtained by two groups of (human) 
maintainers composed of experts/non-experts with respect to the system and execution environment; Section 6 introduces 

1 Notice that we assume that all components are still used after the application of the evolution plans. However, in Section 3.2 we discuss how to relax 
our assumption.

2 The tool underlying the SHEPhERd framework is under maintenance to create a user-friendly interface that enables easy input even from users that are 
not the framework authors.

3 As far as the service-oriented domain is concerned, an instantiation of the model in [2] can be found in our previous work [3], where we have only 
considered software aspects.
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