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a b s t r a c t

The public sector needs to change over to communicating digitally. This development
makes great demands both on work processes in the public sector and on the Information
Technology systems, on which e-government is based. From the economic perspective, the
change-over poses great challenges, as huge investments will have to be made in Informa-
tion Technology in the public sector. It is therefore natural, in connection with these invest-
ments, for a detailed assessment to be made of what forms of technology it is anticipated to
be used, and who controls the development and ownership of this technology. The ques-
tion is: to what extent Free and Open Source Software can supplement or completely
replace proprietary software? This work constitutes a review of literature on pre-existing
comparative studies regarding the technical, social, economic and organizational factors on
Free and Open Source Software usage. Furthermore, this work includes guidelines that Pub-
lic Administrations should follow for the selection between open source and proprietary
software. Our goal is to help public stakeholders understand the technical/social/eco-
nomic/organizational environment and therefore reach informed decisions when selecting
the appropriate software. The manuscript can also be useful for Free and Open Source Soft-
ware developers, users and communities who are either directly or indirectly involved in
the software market.

� 2012 Elsevier Ltd. All rights reserved.

1. Introduction

Software (SW) can be shortly defined as the executable code that controls computer behavior and operations. The term is
used, however, to describe a wide range of programming languages, applications, procedures and all related documentation
resources. SW also refers to a full cycle of processes from basic architecture to development, packaging and distributing. It is
responsible for controlling, integrating, and managing the individual hardware components of a computer system in order
for other software and the users of the system to be able to see it as a functional unit without having to be concerned with
the low-level details of the computational system.

Although there are different definitions of Free and Open Source Software (FOSS), there are some basic principles on
which FOSS relies. These refer to the freedom to run a software program for any purpose, to study and modify a software
program by accessing its source code and to distribute copies of a software program, whether modified or not. Additional
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prerequisites for FOSS-programs include: no discrimination against persons, groups or fields of endeavor and distributable,
technology-neutral licenses that are not specific to a product or restrict other software. These freedoms and principles are
defined by the Free Software Foundation (http://www.gnu.org/philosophy/free-sw.html) and the Open Source Initiative
(http://www.opensource.org/osd.html).

FOSS has become very popular in the last few years and is advancing at a speed unknown outside the world of Information
Technology (IT). Just a few years ago, FOSS was not regarded as a popular solution compared to the solutions provided by the
giants of IT. Today, FOSS has become an area of business – an alternative, and therefore a competitor, to proprietary software.

This interest has also spread to the world of politics. This occurs due to different parameters: FOSS is now increasingly
used for commercial purposes, it is characterized as independent from software producers, it is opposed to the creation
of monopolies and it is characterized by a ‘‘free-of-charge principle’’. Furthermore, FOSS has had a great impact on the polit-
ical agenda, nationally and internationally.

FOSS-solutions have several advantages and disadvantages compared to proprietary SW solutions. This manuscript anal-
yses the main factors that affect FOSS-use and adoption by Public Administrators (PAs). Moreover, this work describes some
basic and important guidelines that should be followed for the evaluation and adoption of any software. The basic steps for
evaluating all programs, both FOSS and proprietary SW, are essentially the same. However, the way that these steps are per-
formed in an evaluation process is different for FOSS-programs than for proprietary ones. A key difference for evaluation is
that the information available for FOSS-programs is usually different than for proprietary programs.

Indeed, most FOSS-programs have a great deal of publicly available information that is not available for proprietary pro-
grams: the program’s source code, analysis by others of the program design, discussions between developers about its design
and future directions, discussions between users and developers on how well it is working (or not), and so on. An even more
fundamental difference between FOSS and proprietary programs is that FOSS-programs can be changed and be redistributed
by customers. This difference affects many parameters, such as support options, flexibility, customizability and costs. Pro-
prietary programs generally do not give the user the right to view, modify, and redistribute a program, and it would not make
sense to ignore these vital differences. Some administrators may decide that they wish to only use FOSS-programs. However,
even in this case, the user still needs to be able to evaluate FOSS-programs, because there is always the need to know how
well a given program meets the user’s needs, and there are often competing FOSS-programs.

The rest of this manuscript is structured as follows: Section 2 describes in detail the work related to our study and Section
3 describes the factors that affect FOSS-use and adoption by PAs. A detailed list of guidelines for selecting between FOSS and
proprietary software is provided in Section 4. Finally in Sections 5 and 6 our conclusions and some proposals for future work
are drawn up.

2. Review of literature

This section constitutes a review of literature on pre-existing comparative studies and surveys regarding the technical,
organizational, economic and social factors of FOSS-usage. The surveys were executed in various regions or sectors where
FOSS is applied.

In Floss Final Report (2002), a survey that is intended to yield information about FOSS-use in several countries of the Euro-
pean Union is presented. Due to budgetary restrictions, interviews could only be conducted for a limited number of countries
(Germany, Sweden and the UK). One of the results of this survey is that FOSS-usage rates and technological issues not only differ
by country, but also within countries. Another survey (presented in Olsoon et al. (2010)) that was conducted in Sweden answers
the question of how common the usage of FOSS is, by informing the public that 50% of the local authorities use FOSS, mainly in
operating systems. Also, this work presents examples that concern functionality, support and maintenance of FOSS-issues.

Taking in mind the analysis in Moolman (2011), it must be noted that technological factors affect FOSS on a large scale.
People that support the adoption of FOSS believe that FOSS shows more stable behavior than proprietary software. The
authors of Dedrick and West, 2007 claim that the use of FOSS in organizations still has to be motivated on utilitarian grounds.
Technological factors that show a relevance to FOSS-adoption include maturity, performance, stability, usability, security and
quality of support.

As stated in Moolman (2011), previous experience with FOSS plays a significant role in the selection of such kind of soft-
ware. Usually, organizations with little or no experience in FOSS are better off choosing software. This happens due to the
fact that mature FOSS-solutions supported by commercial companies and universities generally present a lower risk as they
have been adopted by many organizations and documentation as well as support is available. It is quite interesting to ob-
serve that several FOSS-projects considered immature when measured with maturity models are in fact mature enough
for adoption, given that the adopting organization has some FOSS-experience (Ven et al., 2008).

The same authors mention the maturity of the organization dealing with FOSS in James and Van Belle (2008). Their mea-
sure of maturity also takes into account the intended application within the organization, availability of support and the
maturity of the development community behind the software. They highlight maturity factors that are organization-centric,
solution-centric or external entity-centric. They concluded that the maturity of the solution under review is dependent on its
intended application within the organization.

Software maturity is a decision factor that depends on the environment in which the software is used (James and Van
Belle, 2008; Holck et al., 2005). Reliability is an important aspect of software maturity and mature software is also seen
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