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Abstract

Today, distributed business systems are used widely, and the consistency of their databases are maintained by the distributed
transactions. On the other hand, a great deal of data is often updated in a lump-sum in the business systems. And, since the
non-stop service has become general, it is necessary to perform this lump-sum update concurrently with the online transactions
that service to users. So, some methods are utilized to avoid the influences on the online transactions, like the mini-batch that
splits a lump-sum update into small transactions and executes them one after another. However, in the distributed systems,
since it has to be executed by the distributed transactions, there is a problem on the efficiency to update a great deal of
data by this method. For this problem, we propose to apply an update method to the distributed systems, which utilizes the
records of data about the time to avoid conflicts between the lump-sum update and the online transactions. Moreover, through
experiments using a prototype, we confirmed that it can update data more efficiently than the chain of small transactions even
in the distributed systems.
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1. Introduction

With the spread of the Internet and distributed processing technologies, the decentralization of the business
systems in corporations is developing [7, 15, 13]. At present, it has also spread to the various Web services,
such as net shops [1, 11]. For example, a corporation having branch offices in each region introduces a server to
each office, and the system operations adapted to the business of the individual office is performed. In this case,
each server has the database for each office business to reduce its communication cost, and the databases of other
offices are accessed in order to perform comprehensive operations only when it is needed. In such a decentralized
system environment (hereinafter, “distributed system’), some distributed processing technologies are introduced:
the distributed transaction to control the updates across multiple databases and maintain their consistency; the
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Fig. 1. An example of distributed system.

replication to improve the efficiency of the query at each office by placing replicated databases of the master
database in each server [10].

On the other hand, often a great deal of data is updated by the lump-sum update. However, today, nonstop
services have become to be used widely because of the spread of the internet business, the improvement of the
convenience for users and so on. For example, in banking systems, ATM (Automatic Teller Machine) is provided
for users as a nonstop service, and the entry data is reflected in the database by the transaction. That is, it is
necessary to execute the lump-sum update processing without affecting the transactions of nonstop services [14].
So, for example, it is executed as the mini-batch that performs a great deal of update as a chain of small update
transactions [2]. However, the distributed transaction is necessary for the distributed system. So, there is a problem
that it is inefficient, because it is accompanied by access control over the network [13]. Similarly, the replication
has a problem that it takes a long while to reflect the data, when a great deal of data is updated [5, 6].

Here, we had proposed a method to update a great deal of data in a lump-sum without stopping online ser-
vices for centralized systems (hereinafter, “temporal update”) [3]. This method uses an extended transaction time
database [8] to avoid the conflict between the lump-sum update processing and the transactions that process the
entries of users from online terminals (hereinafter, “online entry”). Concretely, in this method, the former updates
the data at the future time, though the later updates the data at the present time. Therefore, since it can commit
plural updated data collectively in the lump-sum update processing, we expect that this method can be executed
efficiently even in the distributed systems.

Our goal in this paper is to examine the efficiency of this method to update a great deal of data in a lump-sum
in the distributed systems. In this study we composed a prototype to evaluate it. And, our empirical results show
that our method can execute a lump-sum update much more efficiently than the mini-batch even in the distributed
systems. The rest of this paper is organized as follows. In section 2, we show the problem of the lump-sum update
in the distributed systems, and the related study. In section 3, we show an implementation of the temporal update
in a distributed system. In section 4, we show the evaluations of its efficiency based on experiments, and we show
our considerations in section 5.

2. Conventional Update Methods and Related Study
2.1. Problem of conventional update method in distributed systems

In Fig. 1, we show an example of the business system that is constructed as a distributed system. The
database of each branch office stores the data of the office, and users update the database of their office or another
office depending on their business. Such an update is processed by the update transaction for the single database
(hereinafter, “local transaction”). On the other hand, the processing to update the plural databases of the branch
offices simultaneously has to be processed by the distributed transaction, which has the function such as two-
phase commit, to maintain the integrity of these databases. For example, in the inventory management system
constructed as the distributed system as shown in Fig. 1, there is the processing to move the stock from some
office to the other one. In this case, a single distributed transaction executes both of the processing for this stock
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