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We propose a language-independent symbolic execution frame-
work. The approach is parameterised by a language definition, 
which consists of a signature for the syntax and execution in-
frastructure of the language, a model interpreting the signature, 
and rewrite rules for the language’s operational semantics. Then, 
symbolic execution amounts to computing symbolic paths using a 
derivative operation. We prove that the symbolic execution thus de-
fined has the properties naturally expected from it, meaning that 
the feasible symbolic executions of a program and the concrete ex-
ecutions of the same program mutually simulate each other. We 
also show how a coinduction-based extension of symbolic exe-
cution can be used for the deductive verification of programs. 
We show how the proposed symbolic-execution approach, and the 
coinductive verification technique based on it, can be seamlessly 
implemented in language definition frameworks based on rewrit-
ing such as the K framework. A prototype implementation of our 
approach has been developed in K. We illustrate it on the symbolic 
analysis and deductive verification of nontrivial programs.

© 2016 Published by Elsevier Ltd.

1. Introduction

Symbolic execution is a well-known program analysis technique introduced in 1976 by James C. 
King (1976). Since then, it has proved its usefulness for testing, verifying, and debugging programs. 
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Symbolic execution consists in executing programs with symbolic inputs, instead of concrete ones, and 
it involves the processing of expressions containing symbolic values (Păsăreanu and Visser, 2009). The 
main advantage of symbolic execution is that it allows to reason about multiple concrete executions of 
a program, and its main disadvantage is the state-space explosion determined by decision statements 
and loops. Recently, the technique has found renewed interest in the formal-methods community due 
to new algorithmic developments and progress in decision procedures.

In this paper we address two foundational issues regarding the symbolic execution, namely its 
relationships with the formal definition of the language, for soundness, and with the program logics, 
for applications to program analysis and verification.

Description of the contribution The main contribution of the paper is a formal, language-independent 
theory and tool for symbolic execution, based on a language’s operational semantics defined by term 
rewriting.1 On the theoretical side, we define symbolic execution as the application of rewrite rules 
in the semantics by derivation, a logical description of symbolic successors of a given set of states 
also symbolically represented as a logical formula in Matching Logic (ML) (Roşu, 2015). We prove that 
the symbolic execution thus defined has properties ensuring that it is related to concrete program 
execution in a natural way:

Coverage: to every concrete execution there corresponds a feasible symbolic one;
Precision: to every feasible symbolic execution there corresponds a concrete one;

where two executions are said to be corresponding if they take the same path, and a symbolic ex-
ecution is feasible if the path conditions along it are satisfiable. Or, stated in terms of simulations: 
the feasible symbolic executions and the concrete executions of any given program mutually simulate 
each other.

We also show how a simple extension of our symbolic-execution approach results in a deductive 
system for proving programs with respect to Reachability Logic (RL) (Ştefănescu et al., 2014) prop-
erties; RL is a language-independent program logic also used for defining language semantics, which 
has been shown to subsume existing language-dependent logics such as Hoare and Separation log-
ics (Roşu and Ştefănescu, 2012a, 2012b). The proposed deductive system is proved to be sound by 
using a coinductive proof technique. It is shown to be a strict generalization of an approach we pre-
sented in Lucanu et al. (2015), in the sense that the procedure for RL proposed there is a strategy of 
the proof system proposed here. Our 3-rule proof system is also substantially simpler that the original 
8-rule proof system given in Ştefănescu et al. (2014); the price to pay is the theoretical relative com-
pleteness property, which the original proof system has, whereas ours is not known to have. The proof 
system we propose is inspired from the circular coinduction proof technique (Roşu and Lucanu, 2009), 
applied in this paper to programming language definitions (whereas in Roşu and Lucanu, 2009 it is 
applied to proving observational equalities between possibly infinite data structures, e.g., streams). 
This was possible by defining an appropriate notion of derivative in the new context and by exploit-
ing the common framework of induction and coinduction based on ground rules (Sangiorgi, 2012). 
We thus obtain an uniform and rigorous approach for both finite and infinite symbolic executions.

On the practical side, we present an implementation of the theory in a prototype implementation 
based on in K (Roşu and Şerbănuţă, 2010), a framework dedicated to defining formal operational 
semantics of languages. Our current prototype is built on version 3.4 of K (https :/ /github .com /
kframework /k /releases /tag /v3 .4) and enhances the previous one based on the language transforma-
tion (Arusoaie et al., 2015). K is based on rewriting, hence, we formally prove that the derivation 
operation can be correctly implemented by applying certain modified rewrite rules (obtained by auto-
matically transforming the original ones) over ML formulas. This additional intermediary step between 
abstract theory and implementation is important for ensuring that the resulting prototype tool ad-
equately implements the theory, since the two extreme sides of our approach lie at quite distant 

1 Most existing operational semantics styles (small-step, big-step, reduction with evaluation contexts, . . . ) have been shown 
to be representable in this way in Şerbănuţă et al. (2009).
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