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We are interested in approximate Byzantine consensus problem, wherein all the fault-free 
processes reach consensus asymptotically (approximately in finite time). In particular, we 
focus on the algorithms under which each process communicates with other processes 
that are up to l hops away and maintains minimal states across iterations. For a given l, 
we identify a necessary and sufficient condition on the network structure for the existence 
of iterative algorithms of interest. Our necessary and sufficient condition generalizes the 
tight condition identified in prior work for l = 1. For l ≥ l∗, where l∗ is the length of a 
longest cycle-free path in the given network, our condition is equivalent to the necessary 
and sufficient conditions for exact consensus in undirected and directed networks both.

© 2016 Elsevier Inc. All rights reserved.

1. Introduction

The problem addressed in this paper concerns a collection of processes that are connected by a network. Among the 
networked processes, some unknown processes may be compromised by an adversary, and be reprogrammed to behave 
arbitrarily, and adversarially try to degrade the behavior of the system. This fault model is referred as Byzantine fault [1]. 
In this paper, we are interested in approximate Byzantine consensus problem, wherein all the faulty-free processes reach 
consensus asymptotically (approximately in finite time). In particular, we focus on the algorithms under which each pro-
cess communicates with other processes that are up to l hops away1 and maintains minimal states across iterations – no 
messages received during previous iterations will be used in the state updates.

In practice, a faulty process does not necessarily behave entirely arbitrarily. However, since it is not always practical 
to precisely characterize the behaviors under all possible failures, the Byzantine fault model is often used in such cases 
as well due to its capability of dealing with all possible deviations from correct operations. The Byzantine fault-tolerance 
problem was first introduced in [2], and is one of the most fundamental problems in distributed computing. Ref. [3] showed 
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1 Via synchronous FIFO (first-in-first-out) communication channels.
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that the fault-tolerant consensus problem cannot be solved in asynchronous system even in the presence of only one crash 
failure. A process suffering crash faults may unexpectedly stop participating the specified algorithms/protocols. As one way 
to circumvent this impossibility result, the notion of approximate consensus was introduced in [4] by requiring that the nodes 
agree with each other only asymptotically (approximately in finite time). The notion of approximate consensus is of interest 
in synchronous system as well [4–6]. The discussion in this paper applies to synchronous system.

Let n be the total number of processes and f be the upper bound on the number of faulty processes in the system. The 
actual number of compromised (faulty) processes may vary across executions, and may not known to the fault-free pro-
cesses. However, each fault-free process knows that in each execution at most f processes may be faulty. In networks with 
bidirectional links, approximate consensus is achievable if and only if the network node-connectivity is at least 2 f + 1 and 
less than one third of the processes can be faulty, i.e., n ≥ 3 f + 1 [7]. Relaxing the bidirectional communication assump-
tion, a tight condition for directed graphs was presented in [8]. There has been increasing interest in designing iterative 
variants of approximate Byzantine consensus where only local knowledge of the network topology (and local communica-
tion) is needed, and processes carry minimal state across iterations [9–11,5,6]. Ref. [11] studied the convergence rate of 
approximate consensus algorithms over complete networks. Refs. [5,6] considered arbitrary directed networks and derived 
tight (necessary and sufficient) topological conditions on the communication network. While [6] investigated the Byzantine 
fault model, [5] considered a restricted fault model in which the faulty nodes are restricted to sending identical messages 
to their neighbors. Independently, when f = 0, such iterative approximate consensus algorithms have been well-studied in 
cooperative control community [12–14].

To the best of our knowledge, no attempts have been made on investigating the impact of each process’ communication 
range on the network condition for a correct iterative approximate consensus algorithm to exist. In this paper, we model the 
network as a directed graph, and we focus on the family of algorithms in which a process communicates with processes that 
are up to l hops away by forwarding messages through intermediate processes. The directed graph model is motivated by the 
presence of directed links in wireless networks. Our goal is to identify a necessary and sufficient condition on the network 
structure for the algorithms of interest to exist. Note that, in this paper, the algorithms considered are “non-terminating” in 
the sense that consensus is only achieved asymptotically. In fact, it can be seen from our proofs that for any given ε , we 
are able to identify a termination condition such that the disagreement among the fault-free processes is at most ε .

Contributions Our main contribution is to identify a necessary and sufficient condition on the network structure for a 
given l, named Condition NC for a given l. Informally speaking, our Condition NC states that for any four set process 
partition L, R , C , and F such that both L and R are non-empty and |F | ≤ f , with up to l-hop communication, at least one 
process in L is influenced by processes in R ∪ C or at least one process in R is influenced by processes in L ∪ C . Condition 
NC will be formally stated in Section 3. Our sufficiency proof is shown by constructing a simple iterative algorithm, whose 
trim function is defined based on a minimal messages cover property that we introduce in this paper.

The tight condition we found is consistent with the tight condition identified in [6] when only local communication 
is allowed, i.e., l = 1. For l ≥ l∗ , where l∗ is the length of a longest cycle-free path in the given network, our condition is 
equivalent to the necessary and sufficient condition for consensus in undirected networks [7] as well as exact consensus in 
directed networks [8].

Organization The rest of the paper is organized as follows. Section 2 presents our models and the structure of the iterative 
algorithms considered in our work. Our necessary condition is presented in Section 3, and its sufficiency is proved construc-
tively in Section 4. The correspondence between our condition and the results in [4,7,8] is discussed in Section 5. Section 6
discusses possible relaxations of our fault model and concludes the paper.

2. Problem setup and structure of iterative algorithms

Communication model The system is assumed to be synchronous. The communication network is modeled as a simple 
directed graph G with self-loop at each process. Denote V(G) = {1, . . . , n} as the set of n processes, where n ≥ 2, and E(G)

as the set of directed links between processes in V(G). In general, V(·) and E(·) are two functions defined over graphs that 
return the vertex set and the edge set, respectively, for a given graph. For instance, let H be a graph, then V(H) and E(H)

are the vertex set and edge set of H . In this paper, we use “process” and “node” interchangeably, and use “link” and “edge” 
interchangeably.

Let l be a positive integer. For each node i, let Nl−
i be the set of nodes that can reach node i via at most l hops. Similarly, 

denote the set of nodes that are reachable from node i via at most l hops by Nl+
i . Note that i ∈ Nl−

i and i ∈ Nl+
i . When l = 1, 

we write N1−
i and N1+

i as N−
i and N+

i , respectively, for simplicity. We also assume each node i knows the entire network 
topology.

Node i may send messages to node j via different i, j-paths with intermediate nodes on an i, j-path forwarding messages 
accordingly. To capture this distinction in transmission routes, we represent a message as a tuple m = (w, P ), where w ∈R

is the message content, and P indicates the path via which message m should be transmitted. It is assumed that the network 
layer in the system delivers the messages along the specified paths. The intermediate nodes on the paths do not view the 
message values (i.e., the message values are not used by intermediate nodes in performing consensus). Four functions are 
defined over message m, corresponding to message content, transmission route, message source, and message destination, 
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