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#### Abstract

This article studies the parameterized complexity of the unification problem with associative, commutative, or associative-commutative functions with respect to the parameter "number of variables". It is shown that if every variable occurs only once then both of the associative and associative-commutative unification problems can be solved in polynomial time, but that in the general case, both problems are $W[1]$-hard even when one of the two input terms is variable-free. For commutative unification, an algorithm whose time complexity depends exponentially on the number of variables is presented; moreover, if a certain conjecture is true then the special case where one input term is variable-free belongs to FPT. Some related results are also derived for a natural generalization of the classic string and tree edit distance problems that allows variables. © 2016 The Author(s). Published by Elsevier B.V. This is an open access article under the CC BY-NC-ND license (http://creativecommons.org/licenses/by-nc-nd/4.0/).


## 1. Introduction

Unification is a useful concept in many areas of computer science such as automated theorem proving, program verification, natural language processing, logic programming, and database query systems [5,17,19,20]. In its fundamental form, the unification problem is to find a substitution for all variables in two given terms that makes the terms identical, where terms are constructed from function symbols, variables, and constants [20]. As an example, the two terms $f(x, y)$ and $f(g(a), f(b, x))$, where $f$ and $g$ are functions, $x$ and $y$ are variables, and $a$ and $b$ are constants, become identical by substituting $x$ by $g(a)$ and $y$ by $f(b, g(a))$.

Unification has a long history beginning with the seminal work of Herbrand in 1930 (see, e.g., [20]). It is becoming an active research area again because of math search, an information retrieval (IR) task where the objective is to find all documents containing a specified mathematical formula and/or all formulas similar to a query formula [18,23,24]; for example, math search has been adopted as a pilot task in the IR evaluation conference NTCIR [24]. Also, math search systems such as Wolfram Formula Search and Wikipedia Formula Search have been developed. Since mathematical formulas are typically represented by rooted trees, it may seem reasonable to measure the similarity between formulas simply by measuring the

[^0]structural similarity of their trees. However, methods directly based on approximate tree matching such as the tree edit distance (see, e.g., the survey in [7]) alone are not sufficient if every label is treated as a constant. For example, under unit cost edit operations, the query $x^{2}+x$ has the same tree edit distance to each of the formulas $y^{2}+z$ and $y^{2}+y$, although $y^{2}+y$ is mathematically the same as $x^{2}+x$ while $y^{2}+z$ is not.

Because of the practical importance of the unification problem and its variants, heuristic algorithms have been proposed, some of which incorporate approximate tree matching techniques [15,17]. On the negative side, their worst-case performance may be poor. To make the study of the computational complexity of unification more formal, this article examines some natural variants of the unification problem from the viewpoint of parameterized complexity and presents several new algorithms for them. The parameterized complexity is considered with respect to the parameter "number of variables appearing in the input"; we choose this parameter because the number of variables is often much smaller than the length of the terms.

### 1.1. Related work

An exponential-time algorithm for the unification problem was given in [26]. In the twenty years that followed, numerous faster and more practical algorithms were published (see [20] for a comprehensive survey), and in particular, a linear-time algorithm for the problem was developed [11,25].

Various extensions of unification have also been considered [5,6,19,20]. Three such extensions are unification with associative, commutative, and associative-commutative functions (where a function $f$ is called associative if $f(x, f(y, z)$ ) = $f(f(x, y), z)$ always holds, commutative if $f(x, y)=f(y, x)$ always holds, and associative-commutative if it is both associative and commutative). These are especially relevant for math search since many functions encountered in practice have one of these properties. Interestingly, when allowing such functions, there are more ways to map nodes in the two corresponding trees to each other, and as a result, the computational complexity of unification may increase. Indeed, each of the associative, commutative, and associative-commutative unification problems is NP-hard [6,12].

The special case of unification where one of the two input terms contains no variables is also known as matching. Unfortunately, all of the associative, commutative, and associative-commutative matching problems remain NP-hard [6,12], and polynomial-time algorithms are known only for very restricted cases [2,6,19]. E.g., associative-commutative matching can be done in polynomial time if every variable occurs exactly once [6].

We remark that associative unification is in PSPACE and both commutative unification and associative-commutative unification are in NP (see, e.g., the references in Section 3.4 in [5]). Although this means that all three problems can be solved in single exponential-time in the size of the input, it does not necessarily mean single exponential-time algorithms with respect to the number of variables.

For an introduction to parameterized complexity, the reader is referred to the textbook [14]. When a problem is proved to be W[1]-hard or W[2]-hard, it is strongly believed that developing an FPT algorithm is impossible. To prove W[i]-hardness, we often use reduction from Longest Common Subsequence (LCS). LCS is, given a set of strings $R=\left\{r_{1}, r_{2}, \ldots, r_{q}\right\}$ over an alphabet $\Sigma_{0}$ and an integer $l$, to determine whether there exists a string $r$ of length $l$ such that $r$ is a subsequence of $r_{i}$ for every $r_{i} \in R$, where $r$ is called a subsequence of $r^{\prime}$ if $r$ can be obtained by performing deletion operations on $r^{\prime}$. LCS is $W$ [1]-hard with respect to the parameter ( $q, l$ ) (this problem variant is called "LCS-3" in [8]). On the other hand, LCS is $W$ [2]-hard with respect to the parameter $l$ (this problem variant is called "LCS-2" in [8]). The definitions of FPT and W[i] by [8] are given in Appendix A.

Other previous work on associative and/or commutative unification has focused on central aspects such as termination, soundness, and completeness of algorithms (see, for example, [28]) as well as implementations [27]. In computational experiments done in the 1980s, associative-commutative unification was not efficiently computable in general [9], but computable for DO-terms for very small instances [21].

### 1.2. Summary of new results

We present a number of new results on the parameterized complexity of associative, commutative, and associativecommutative unification with respect to the parameter "number of variables appearing in the input", denoted from here on by $k$. See Table 1 for an overview. Most notably:

- Both associative and associative-commutative matching are $W$ [1]-hard.
- Commutative matching can be done in $O\left(2^{k} p o l y(m, n)\right)$ time, where $m$ and $n$ are the sizes of the two input terms, if a certain conjecture is true.
- Both associative and associative-commutative unification can be done in polynomial time if every variable occurs exactly once.
- Commutative unification can be done in polynomial time if the number of variables is bounded by a constant.

In addition, we show that generalizing the classic string and tree edit distance problems [7,16] to also allow variables yields W [1]-hard problems.
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