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Abstract

The BSP model (Bulk Synchronous Parallel) simplifies the construction and evaluation of par-
allel algorithms, with its simplified synchronization structure and cost model. Nevertheless,
imperative BSP programs can suffer from synchronization errors. Programs with textually
aligned barriers are free from such errors, and this structure eases program comprehension. We
propose a simplified formalization of barrier inference as data flow analysis, which verifies stat-
ically whether an imperative BSP program has replicated synchronization, which is a sufficient
condition for textual barrier alignment.
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1 Introduction

Parallel architectures are ubiquitous, and the number of processing elements keeps increasing.
There are existing architectures for embedded systems with hundreds of cores [4]. Therefore
models and programming libraries for scalable parallelism are necessary. Bulk synchronous
parallelism (BSP) is such a model [12]. BSP provides a high degree of abstraction like PRAM
models and yet allows portable and predictable performance on any general purpose parallel
architecture. BSPIib [6] is a C API proposal for BSP programming in direct mode.

Synchronization is a potential source of errors in imperative BSP programs. BSPlib pro-
grams interleave the code which handles local computation and code which handles synchron-
ization. As a consequence, incorrect programs are easy to write but hard to debug.

In response to evolving architectures, embedded software developed at Huawei is becoming
increasingly dependent on exploiting parallelism efficiently and safely. Engineers with little or
no prior experience in writing parallel codes must be provided with languages and tools which
alleviate the inherent complexity of parallel programming. We propose a subset of BSPlib that
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ensures safe synchronization and codifies Software Engineering best practices, as well as a sound
static analysis that verifies whether any given BSPlib-program is in this subset.

Indeed, safe synchronization can be guaranteed by writing programs that have textually
aligned barriers. In such programs, each barrier is the result of a synchronization request from
the same source code location in all processes. It has already been noted that quality parallel
code has strict synchronization patterns, and there are analyses to enforce them [2, 13|, but
our review of BSPIlib programs in the wild suggests that the stricter convention of textually
aligned barriers is sufficient to capture a large majority of correct programs. Additionally, such
programs are conceptually simpler which help steer program design toward correctness, and
ease other validation steps such as code review. Our static analysis verifies that a program
has replicated synchronization: a statically inferable property which implies textually aligned
barriers and safe synchronization as a result. Therefore, it reconstitutes the backbone of a BSP
algorithm, which is its synchronization.

This static analysis poses higher requirements on the analyzed source code than existing
analyses such as Barrier Inference [2]. For this reason, it is defined directly on the syntax of
our language, assumes structured control flow and allows fewer synchronization patterns. This
is intentional, since our purpose is to carve out a stricter subset of the language that complies
with best practices and which nudges programmers toward correctness.

The main contribution of this paper is an adaptation of the Barrier Inference static ana-
lysis [2], formalized and proven, which verifies whether any given program has the replicated
synchronization, and which thus is in the safe subset of BSPlib programs. The synchronization-
backbone frames further static reasoning on the program, by giving knowledge of its degree of
parallelism. Thus, this analysis is an initial building block in our envisioned set of formally
justified static analyses for BSPlib programs as plug-ins for Frama-C [9], a framework for static
and dynamic analysis of C programs.

The paper is organized as follows. First we present the BSP model (Section 2) and a small
imperative BSP language, BSPlite (Section 3) with its operational semantics and describe the
safe language subset with textually aligned barriers. Section 4 is devoted to the static analysis
of this language. We discuss related work in Section 5 before concluding in Section 6.

2 The BSP Model

The BSP model offers an abstract model of parallel architectures, a model of parallel algorithms,
and a cost (performance) model. A BSP computer is a distributed memory machine. It has a set
of p processor-memory pairs, interconnected in such a way that point-to-point communications
are possible. It has also a global synchronization unit. This model is abstract in the sense that
any general purpose architecture can be seen as a BSP computer. For example, a cluster can
be seen as a BSP computer with global synchronization provided by software.

A BSP program is a sequence of super-steps. Each super-step proceeds in three phases. In
the local computation phase, each processor computes using only the data from local memory.
In the communication phase, processors can request and send data from other processors. The
synchronization phase ends a super-step. It is guaranteed that the data requested or sent during
the communication phase has reached its destination at the end of the synchronization barrier.
This constrained form of parallelism allows a realistic, yet simple, performance (or cost) model.
We omit discussing it for the sake of conciseness.

BSPIlib [6] provides a small set of primitives for direct mode bulk synchronous parallel
programming. BSPlib follows the Single Program Multiple Data (SPMD) paradigm. It gives
access to the process identifier, through a function bsp_pid(). It allows to write only one



Download English Version:

https://daneshyari.com/en/article/4960984

Download Persian Version:

https://daneshyari.com/article/4960984

Daneshyari.com


https://daneshyari.com/en/article/4960984
https://daneshyari.com/article/4960984
https://daneshyari.com

