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Services are autonomous, self-describing, technology-neutral software units that can be 
published, discovered, queried, and composed into software applications at runtime. 
Designing and composing software services to form applications or composite services, 
require abstractions beyond those found in typical object-oriented programming languages. 
This paper explores service-oriented abstractions such as service adaptation, discovery, and 
querying in an object-oriented setting. We develop a formal model of dynamic object-
oriented groups which offer services to their environment. These groups fit directly into 
the object-oriented paradigm in the sense that they can be dynamically created, they 
have an identity, and they can receive method calls. In contrast to objects, groups are 
not used for structuring code. A group exports its services through interfaces and relies 
on objects to implement these services. Objects may join or leave different groups. Groups 
may dynamically export new interfaces, they support service discovery, and they can be 
queried at runtime for the interfaces they support. We define an operational semantics 
and a static type system for this model of dynamic object groups, and show that well-
typed programs do not cause method-not-understood errors at runtime.

© 2014 Elsevier B.V. All rights reserved.

1. Introduction

Good software design often advocates a loose coupling between the classes and objects making up a system. Various 
mechanisms have been proposed to achieve this, including programming to interfaces, object groups, and service-oriented 
abstractions such as service discovery. By programming to interfaces, client code can be written independently of the specific 
classes that implement a service, using interfaces describing the services as types in the program. Object groups loosely 
organize a collection of objects that are capable of addressing a range of requests, reflecting the structure of real-world 
groups and social organizations in which membership is dynamic [1]; e.g., subscription groups, work groups, service groups, 
access groups, location groups, etc. Service discovery allows suitable entities (such as objects) that provide a desired service 
to be found dynamically, generally based on a query on some kind of interface. An advantage of designing software using 
these mechanisms is that the software is more readily adaptable. In particular, the structure of the groups can change and 
new services can be provided to replace old ones. The queries to discover objects are based on interface rather than class, so 
the software implementing the interface can be dynamically replaced by newer, better versions, offering improved services.
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This paper explores service-oriented abstractions such as service adaptation, discovery, and querying in an object-
oriented setting. Designing software services and composing services in order to form applications or composite services 
require abstractions beyond those found in typical object-oriented programming languages. To this end, we develop a for-
mal model of dynamic object-oriented groups that also play the role of service providers for their environment. These 
groups can be dynamically created, they have identity, and they can respond to methods calls, analogously with objects in 
the object-oriented paradigm. In contrast to objects, groups are not used for executing code. A group exports its services 
through interfaces and relies on objects to implement these services. From the perspective of client code, groups may be 
used as if they were objects by programming to interfaces. However, groups support service-oriented abstractions not sup-
ported by objects. In particular, groups are self-describing in the sense that they may dynamically export new interfaces, 
they support service discovery, and they can be queried at runtime for the interfaces they support. Groups are loosely as-
sembled from objects: objects may dynamically join or leave different groups. Mechanisms for one-to-many communication 
and service replication for robustness are not the main focus of our model, but are to some degree supported. In this paper 
we develop an operational semantics and a static type system for a kernel language which captures this model of dynamic 
object groups, based on interfaces, interface queries, groups, and service discovery. The type system ensures that well-typed 
programs do not cause method-not-understood errors at runtime.

This paper extends a paper which appeared at FOCLASA 2012 [2]. In the extended version of the paper, the formalized 
kernel language includes a multithreaded concurrency model with reentrant method calls and a release mechanism which 
makes the language more expressive. These were not part of the language considered in [2]. The extended paper further 
expands on the use of inner groups for group management and discusses the diversity of object groups in object-oriented 
systems, and how different usages fit with the proposed kernel language.

The paper is organized as follows. Section 2 presents the language syntax and a small example. A type and effect system 
for the language is proposed in Section 3 and an operational semantics in Section 4. Section 5 defines a runtime type system 
and shows that the execution of well-typed programs is type-safe. Section 6 discusses different notions of groups from the 
perspective of the proposed kernel language. Section 7 discusses related work and Section 8 concludes the paper. The details 
of the type preservation proof are given in Appendix A.

2. A kernel language for dynamic object groups

We study an integration of service-oriented abstractions in an object-oriented setting by defining a kernel object-oriented 
language with a Java-like syntax, in the style of Featherweight Java [3]. In contrast to Featherweight Java, types are different 
from classes in this language: interfaces describe services as sets of method signatures and classes generate objects which 
implement interfaces. By programming to interfaces, the client need not know how a service is implemented. For this 
reason, the language has a notion of group which dynamically connects interfaces to implementations. Groups are first-class 
citizens; they have identities and may be passed around. An object may dynamically join a group and thereby add new 
services to this group, extending the group’s supported interfaces. Objects may belong to several groups. Both objects and 
groups may join and leave groups, thereby migrating their services between groups. Groups offer distribution of work 
between the implementations of the group’s services, because a request to the group can be handled by any object in 
the group. To study the integration of these service-oriented abstractions, we consider a concurrent kernel language. For a 
seamless integration with standard object-oriented languages, the kernel language supports multithread concurrency (e.g., 
[4,5]), but without shared access to objects. However, this concurrency aspect is largely orthogonal to the group abstraction, 
which would work equally well with the actor-like concurrency of active objects (e.g., [6,7]).

2.1. The syntax

The syntax of the kernel language is given in Fig. 1. A type T is either a basic type, an interface describing a service, or 
a group of interfaces. The types T are the Null type with the value null, the unit type Void with the value void, the basic 
type Bool of Boolean expressions, the empty interface Any, the names I of the declared interfaces, and group types Group(I)
which state that a group supports the set I of interfaces. The use of types is further detailed in Section 3, including the 
subtyping relation and the type system.

A program P consists of a list IF of interface declarations, a list CL of class declarations, and a main block {T z; s; 
return void; }. We assume that classes and interfaces have distinct names. The main block introduces a scope with local 
variables z typed by the types T , and a sequence s of program statements. We conventionally denote by z a list or set of 
the syntactic construct z (in this case, a local program variable), and furthermore we write T z for the list of typed variable 
declarations T1 z1; . . . ; Tn zn where we assume that the length of the two lists T and z is the same.

Interface declarations IF associate a name I with a set of method signatures. These method signatures may be inherited 
from other interfaces I or may be declared directly as Sg . A method signature Sg associates a return type T with a name m
and method parameters z with declared types T .

Class declarations CL have the form class C(T 1 w1) implements I {T 2 w2; B M} and associates a class name C to the 
services declared in the interfaces I . In C , these services are realized using methods to manipulate the fields w2 of types 
T2. The constructor block B has the form {T z; s; return void; } and initializes the fields, based on the actual values of the 
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