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Abstract

In this paper we prove that hyperbolic Julia sets are locally computable in polynomial time. Namely,
for each complex hyperbolic polynomial p(z), there is a Turing machine Mp(z) that can “draw”

the set with the precision 2−n, such that it takes time polynomial in n to decide whether to
draw each pixel. In formal terms, it takes time polynomial in n to decide for a point x whether
d(x, Jp(z)) < 2−n (in which case we draw a pixel with center x), or d(x, Jp(z)) > 2·2−n (in which case

we don’t draw this pixel). In the case 2−n ≤ d(x, Jp(x)) ≤ 2 · 2−n either answer will be acceptable.
This definition of complexity for sets is equivalent to the definition introduced in Weihrauch’s book
[16] and used by Rettinger and Weihrauch in [13].
Although the hyperbolic Julia sets were shown to be recursive, complexity bounds were proven only
for a restricted case in [13]. Our paper is a significant generalization of [13], in which polynomial
time computability was shown for a special kind of hyperbolic polynomials, namely, polynomials
of the form p(z) = z2 + c with |c| < 1/4.
We show that the machine drawing the Julia set can be made independent of the hyperbolic polyno-
mial p, and provide some evidence suggesting that one cannot expect a much better computability
result for Julia sets.
We also introduce an alternative real set computability definition due to Ko, and show an interesting
connection between this definition and the main definition.
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1 Introduction

Nowadays, computers are being increasingly applied to represent mathemat-
ical objects. Computer-generated images are being extensively used in the
analysis and simulations of real-life processes and their mathematical models.
Our goal is to investigate a formal framework which allows us to define the
computational complexity of real sets, measuring the complexity of drawing
the set on a computer. Within this framework, we obtain a new result on the
computability of Julia sets.

We mainly use the definition of real set complexity introduced by Weihrauch
in [16] and used in [13] as the measure of complexity of some Julia sets (see
also [2]).

In sections 2 and 3 we present two different definitions of computability of
real sets that have been proposed, and show that they are equivalent if and
only if P=NP, a result of independent interest. Theorem 3.3 can be used to
prove computability of many sets for which a direct proof of computability
would be hard.

Julia sets are some of the best known illustrations of a highly complicated
chaotic system generated by a very simple mathematical process. These sets
have been deeply studied in the framework of complex dynamics during the
last century. Julia sets are not only an intriguing mathematical object, but also
a major source of amazing images. Many computer programs, some of which
are freely available on the web, have been written to generate these images.
Algorithms for computing Julia sets have been presented and discussed in [11]
and [14], for example.

It appears, however, that none of the algorithms or their implementations
cope well with zooming in. With the computer using fixed-precision numbers,
rounding errors significantly affect the computation when we try to zoom in.
These programs also seem to work poorly near some “pathological” polyno-
mials, for example, with p(z) = z2 + 1/4 + ε, 0 < ε � 1. We will return to
this example in section 8.

We give the first polynomial bound on the complexity of an arbitrary
hyperbolic Julia set. The class of hyperbolic polynomials is very rich. For
example, in the case p(z) = z2 + c, p(z) is hyperbolic for all c’s outside the
Mandelbrot set. It is conjectured that it is also hyperbolic for all c’s in the
interior of the Mandelbrot set (but not on the boundary), see [9] for more
information. The algorithm is outlined in sections 6 and 7. The details of
the construction are mathematically involved, and many of them had to be
omitted due to space constraints.

The algorithm that we present is not uniform in p(z). That is, the Turing
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